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ABSTRACT
Edge computing systems need to use their available resources ef-
ficiently. Operating systems and run-time systems offer numer-
ous configuration parameters to fine-tune their behaviour, which
are adjustable to balance the execution time and energy demand
of applications. However, the number of parameters produces a
vast space of possible configurations and the exact consequences
on non-functional properties are often poorly documented. Thus,
identifying efficient configurations proves challenging.

This paper presents PolaR, an approach for the automated de-
termination of energy-efficient configurations, as well as an im-
plementation for Linux. PolaR combines application profiles and
system-level information to select efficient configurations dynami-
cally and does not require application changes. Configurations are
predicted by an oracle either based on linear models or neural net-
works. Our evaluation shows that PolaR improves the mean en-
ergy efficiency by 11.5 % for typical applications.
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1 INTRODUCTION
Edge computing sytems operate under resource constraints and
therefore require all components to operate as efficient as possi-
ble [34, 36]. To this end, modern operating system offer a plethora
of settings, such as valid operating frequency and buffer sizes, that
need to be fine-tuned for achieving individual operational goals
(i.e., performance improvements, low power draw). However, there
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Figure 1: Execution time, energy demand, and energy effi-
ciency (𝐸𝐷2𝑃) for compiling Linux on an Ubuntu system
with different CPU frequency maxima.

is no universally optimal configuration—instead, the run-time ef-
fects of configurations often depend on application-specific aspects.

In this paper, we concentrate on an extensive exploration of sys-
tem parameters of an operating system (i.e., Linux) and analyse
their individual impact on the energy efficiency of different ap-
plications. Linux provides a set of “reasonably” predefined system
configurations.Thus, Linux operates “well enough” on a large vari-
ety of different platforms, but rarely excels. Excellent run-time be-
haviour is only achieved in hand-tuned usage scenarios (e.g., high-
performance computing). As hand-tuning operating systemparam-
eters is a labour-intensive (and by its complexity often infeasible)
task [20] we further present PolaR, an approach using an oracle
that tunes operating system parameters to automatically improve
the energy efficiency for arbitrary applications. PolaR achieves an
energy efficiency improvement of 11.5 %without changes to appli-
cations.

This paper is structured as follows. First, we present a motivat-
ing example in Section 2. Section 3 describes the PolaR approach
for energy efficiency savings. The implementations are presented
in Section 4. Section 5 gives an evaluation of our implementations
and Section 6 discusses possible further directions. Related work is
discussed in Section 7 before we conclude the paper in Section 8.
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2 MOTIVATING EXAMPLE
Operating systems (OSs) like Linux offer a broad set of configura-
tion parameters1 through several interfaces (e.g., the sysfs file sys-
tem). In contrast to special-purpose operating systems, the default
behaviour is optimised to work sufficiently well in the majority of
environments and use cases. However, a well-working configura-
tion seldom constitutes the optimal configuration for a given use
case, which leaves the headroom for optimisations by tuning the
currently active configuration [38].

Figure 1 illustrates such a use case, that is, compiling the Linux
kernel on an unmodified Ubuntu system—illustrating heavy CPU,
memory, and IO usage. This example shows the CPU frequency
maximum, which is themaximum (boost) CPU frequency the Linux
governor is allowed to set (4.0GHz for our system). As expected,
higher maximum frequencies yield shorter execution times. The
energy demand, however, shows a more complex behaviour. Nei-
ther the lowest nor the highest maximum CPU frequency provides
the lowest energy demand, but 2.5GHz. The most energy-efficient
configuration, considering both energy demand and execution time
by means of the energy-delay-squared product metric (ED2P), is at
3.5GHz. The ED2P is an efficiency metric, which includes the per-
formance and energy demand of an application [8, 27]. The perfor-
mance is squared to counterbalance the quadratic influence of the
voltage on the energy demand.

In summary, traditional race-to-sleep (fastest execution, but high
power draw) and crawl-to-sleep (lowest power draw, but slow) se-
mantics [25, 26, 30] are not sufficient to choose the most energy-
efficient configuration option, but a more extensive approach that
considers workload characteristics is required. Furthermore, con-
figuration parameters influence each other. For example, a CPU
with deployed power cap may reduce its execution speed while ex-
ecuting the I/O scheduler, which influences the energy efficiency
of the I/O component. A system, which reasons about the most
energy-efficient configuration, thus needs to take into account all
application’s characteristics and all relevant components. The fol-
lowing section describes our PolaR2 approach for such a system.

3 APPROACH
Our PolaR approach, visualised in Figure 2, augments operating
systems with energy awareness. PolaR’s components are located
in the light-blue frame and comprise the following: First, a system
information data set combines information about the influence of
various application properties and system parameters on the en-
ergy efficiency. Second, a profiler gathers information about run-
ning applications and generates application profiles. Third, an ora-
cle combines the information from the system data set and the ap-
plication profile to select the most energy-efficient configuration
set for a given application at run-time.

Our approach faces the inherent challenge of system complex-
ity. All components have to account for interactions of a multitude
of configuration options.The parameters span amulti-dimensional

1This paper uses the following terminology: A “parameter” is an adjustable switch.
Each parameter offers several “configuration options” (i.e., its state space). A (system)
“configuration” selects a configuration option for each parameter.
2The name “PolaR” refers to the observation that extreme configuration options are
rarely efficient. Instead, the system has to find the optimal configuration in-between,
considering both performance and power draw.
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Figure 2: PolaR adds energy awareness to operating systems
while considering application and system characteristics.
PolaR’s components are located in the light-blue frame.

Configuration Option
0
2
4
6
8

10
N

o.
 o

f A
pp

lic
at

io
ns Max. CPU Freq.

Turbo Boost
HW Policy

Number CPU Cores
CPU Power Cap
I/O Scheduler

Read Ahead
Baseline

Figure 3: Histogram of configuration parameters optimality.
The y-axis denotes how often selecting a specific configura-
tion option resulted in themost energy-efficient application
execution.

search space, which is too large for explicit enumeration. Only for
tiny embedded platforms is a complete analysis considered pos-
sible, but even on smartphones, the complexity of hardware and
software makes such approaches infeasible [10]. In consequence,
appropriate measures for generalisation are required, which leads
to an oracle that selects good configurations (in the sense that they
are better than a baseline, including the overheads of the oracle it-
self), rather than the optimal one [20]. In the following, we present
information about several oracle implementations that demonstrate
the practicality of our approach. Furthermore, we present details
about the gathered system information and the implementation of
the profiler.

4 IMPLEMENTATION
This section describes the implementation of components intro-
duced in the previous section. The implementation of PolaR is
built around the Linux operating system. However, the presented
approach can also be implemented for other configurable runtimes
and operating systems, and is not limited to Linux.
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Name Source Description

realtime syscall Wall-clock time
usertime syscall Time spent in user mode
kerneltime syscall Time spent in kernel mode
inblocks syscall Block input operations
outblocks syscall Block output operations
instructions perf Retired instructions
cycles perf Total CPU cycles
llc_accesses perf Last-level cache accesses
llc_misses perf Last-level cache misses

Table 1: Profiling data constituting an application profile.
The perf values are collected for both, user- and kernel-
mode, separately.

4.1 System Information
The system information data consists of three different types of
information, that is, the currently applied configuration, the exe-
cuted application’s profile, and the corresponding execution time
and energy demand. We gathered this information by conducting
time and energymeasurements for a rich set of applications (cf. Sec-
tion 4.2) and different configurations. This data allows the oracle
to reason about the effect of a configuration change on the energy
efficiency for each application individually.

Linux provides several interfaces for configuration changes dur-
ing run-time. We utilise the sysfs interface, which is the most
general and important configuration interface. The sysfs inter-
face provides a broad range of low-level configuration parameters
(e.g., enable/disable Turbo Boost or apply a RAPL power cap). Fig-
ure 3 shows all considered configuration parameters, which cover
the CPU, memory, and block I/O subsystem. Hence, our approach
is not limited to a single subsystem but can utilise the headroom of
different subsystems. In total, we consider seven parameters with
22 different configuration options. As different applications make
use of different subsystems, the respective energy efficiency sav-
ings lie in one subsystem or the other. In order to identify relevant
subsystems, the application profiles must represent the behaviour
of an application.

4.2 Application Profiles
For application profiles, we utilise software performance counters
obtained from the Linux kernel (i.e., getrusage() for I/O intensity
and clock_gettime() for time information) and hardware per-
formance counters (perf_event_open()) which, in summary, de-
scribe an application’s behaviour. Table 1 gives an overview of the
utilised performance counters and their source. All perf-related
values are collected separately for user- and kernel-mode.Thereby,
the time-related information allows a differentiation of applica-
tions with high system activity compared to applications without
much interaction with the operating system. The block input and
output operations enable reasoning about the usage intensity of
the block I/O subsystem. In addition, instructions, cycles, and last-
level cache statistics provide information about code- and data-
locality on the one side and CPU- and memory-intensity on the
other side. This leads to a total of 13 counters constituting an ap-
plication profile.

4.3 Oracle
The oracle’s task is to combine the system information and applica-
tion profiles to predict an energy-efficient configuration on a per-
application basis. We implemented two oracle types: (a) based on
linear models and (b) based on a neural network.

Linear Model. The input for the model is an application profile.
The output of the oracle predicts the most-efficient configuration
option. The main limitation of linear models in our case is their
inability to work with categorical data. Hence, we trained linear
models for each parameter with numeric value space (e.g., the max-
imum CPU frequency) and round to the next available configura-
tion option. In total, we implemented and trained linear models for
three configuration parameters, that is, the number of CPU cores,
the maximum CPU frequency, and the CPU power cap. For all lin-
ear models, we utilise the scikit-learn python framework [35].

Neural Network. Neural networks are capable of modelling com-
plex correlations for big search spaces [14, 21, 37]. This capability
makes it a suitable implementation candidate for an oracle. For the
implementation of our neural network, we rely on the TensorFlow
framework [39] and utilise feed-forward neural networks.

The application profile is directly used as input for the neural
network as it solely consists of numerical values. The output layer
of the neural network consists of one output value per configura-
tion option. As our configuration set consists of 22 configuration
options, the output layer consists of 22 outputs. The output layer
comprises a softmax layer, that is, each output value lies between
0 and 1 and represents the probability that the corresponding con-
figuration option is the most energy efficient option. The output
value with the highest probability constitutes the predicted config-
uration option.

In order to determine the network’s architecture, we conducted
a random search on the hyperparameters as proposed by Bergstra
et al. [5]. Thereby, we varied the number of layers (3-4), neurons
per layer (32-256), activation function (relu, sigmoid), optimiser
(adam, sgd, rmsprop), and dropout rate (0.1-0.5). Furthermore, we
used different numbers of epochs (100-1000). In total, 100 network
candidates were trained using the training set and the validation
set was used to decide the final network architecture. The finally
selected neural network consists of three feed-forward layers with
160 (relu), 256 (sigmoid), and 224 (relu) neurons, respectively.
During training, a dropout value of 0.36 was used. In total, 419
epochs of training using the adam optimiser were conducted.

5 EVALUATION
The evaluation of PolaR consists of three parts: (a) we analyse the
potential energy efficiency improvements, (b) we evaluate the pre-
diction quality of our oracles, and (c) we analyse the oracle over-
heads.

5.1 Evaluation Setup
Our evaluation setup consists of three identical desktop systems
hosting Intel Core i5-8400 CPUs with a base frequency of 2.8GHz
and a maximum frequency of 4.0GHz. The operating system is
Ubuntu 18.04 LTS (Linux v4.15). We conducted our energy demand
measurementswithMicrochipMCP39F511N powermonitor boards.
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Training Set Validation Set Evaluation Set

NAS Parallel Benchmarks 21 NAS Parallel Benchmarks 3 Git Compilation 2
Flexible I/O Tester 7 Compress, Encrypt, SHA256 2 Mandelbrot Image, FFmpeg 3
Linux Kernel Compilation 2 Linux Kernel Compilation 1 SQLite Insert 1
Small File Handling 1 Prime Number Generator 2 xz Compression 2

Stockfish Chess Engine 2 Gaussian Mixture Model 2
Total Applications: 31 Total Applications: 10 Total Applications: 10

Table 2: Overview of the application sets used for training, validation, and evaluation.The application selection is designed to
cover both: subsystem-specific and general applications.

The MCP39F511N measures whole-system power as drawn from
the wall socket, with a sampling rate of 400Hz and a measuring
error below 0.1 % [29]. We use the energy-delay-squared product
(ED2P)metric, which combines execution time and energy demand,
to analyse the energy efficiency [8]. The ED2P is especially suited
to analyse systems with applied DVFS [8, 27].

We execute one (discarded) warm-up round and five iterations
for each application and use the respective mean of these itera-
tions for the energy demands and application profiles. Between it-
erations, we flush caches and I/O buffers to ensure identical initial
conditions. Table 2 summarises the applications used for training,
validation, and evaluation.

5.2 Potential Energy Efficiency Improvements
Prerequisite to evaluate our approach is to analyse the potential
energy efficiency improvements. For our application sets an ideal
oracle, always selecting the optimal configuration option, can im-
prove the energy efficiency by 13.3 % for the evaluation set (13.5 %
validation set, 22.9 % training set). The most efficient option varies
per application. The histogram in Figure 3 illustrates that each pa-
rameter is useful for some applications, and no single configura-
tion is consistently optimal across workloads. Each bar denotes
one configuration option and bars sharing the same color belong
to the same parameter. Configuration options, which were never
optimal, are omitted in the histogram. Thus, 13 out of 22 configu-
ration options are at least once optimal.

However, changing the configuration not only has the poten-
tial to improve energy efficiency. In the evaluation set, 47 % of the
tested configuration options degrade the energy efficiency. Fur-
thermore, the geometricmean of these potential degradations (39 %)
is much higher than potential improvements (9 %). This is in line
with the expectation that a general-purpose operating system like
Ubuntu is reasonably well optimised for generic workloads. Con-
sequently, oracles must choose their predictions very carefully.

5.3 Oracle Predictions
Figure 4 compares the achieved energy efficiency for all three lin-
ear models and the neural network for the evaluation set. Notably,
all models have a positive impact on the energy efficiency despite
the potential for degradations analysed in the previous section.
Hence, all implementations improve the energy efficiency of our
system under test. However, the neural network achieves the high-
est improvements, which is why it is analysed in more depth in the
following section.

maxfreq cores powercap neural network
Oracle Implementation
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Figure 4: ED2P savings for the evaluation set per oracle im-
plementation. Although all implementations have a posi-
tive impact, the neural network yields the greatest savings.

5.4 Neural Network Predictions
Figure 5 shows the energy efficiency results for all applications ex-
ecuted with the configuration as predicted by the neural network,
partitioned into training, validation, and evaluation set. The blue
(training), yellow (validation), and green (evaluation) bars show
improvements and the red bars a degradation in energy efficiency.
For each application, the maximum potential energy efficiency im-
provement is shown as a light-grey bar (i.e., the potential improve-
ment when selecting the optimal configuration option).

For the training set, the oracle rarely predicts a configuration
with degraded energy efficiency. In fact, only for three out of 31
applications, the energy efficiency is marginally reduced compared
to the baseline. For the rest of the applications, the oracle predicts
a configuration with improved energy efficiency. For both, the val-
idation and evaluation set, the energy efficiency is improved in all
cases.The geometric mean of the energy efficiency for the training
set is improved by 8.9 %, for the validation set by 11.7 %, and for the
evaluation set by 11.5 % compared to the baseline. Especially for
the validation and evaluation set, this exploits a significant amount
of themaximumpossible improvement of 13.5 % and 13.3 %, respec-
tively. These results show that considerable improvements in the
energy efficiency are buried in the configuration of our operating
systems, which can be exploited automatically without changes to
applications.

5.5 Oracle Evaluation
Both oracle types not only differ in prediction performance, but
also in execution time and energy demand for training and pre-
diction itself. This section analyses these costs for both types. Fur-
thermore, the section gives an estimation of the break-even point,
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Figure 5: Energy efficiency in terms of ED2P normalised to the baseline for all applications for the configuration chosen by
our oracle based on the neural network. The left side shows the training set, the graph in the middle the validation set, and
the right side shows the evaluation set. Additionally, the potential energy efficiency improvements are illustrated.

when predictions save more energy than spent on training and
prediction overheads. All measurements are executed on the same
setup as described in Section 5.1.

Training Overhead. Training the neural network needs 3.4 s and
110 J (52 J for the CPU measured with RAPL). The hyperparame-
ter optimisation (i.e., testing 100 neural networks) needs a total
of 96.6 s and 6229.8 J. However, the hyperparameter optimisation
only needs to be conducted once and the result can be reused for
later trainings.

The training time for one linear model is 0.26 s and the energy
demand 8.4 J (RAPL: 4.24 J). As expected, this is much lower than
training the neural network. The training of the other linear mod-
els shows a similar execution time and energy demand behaviour.

Prediction Overhead. Although the overhead for hyperparame-
ter optimisation and training a neural network is higher compared
to a linear model, neural networks can be efficiently executed. The
execution time for the neural network is too short for measure-
mentswith themeasurement device described in Section 5.1, which
is the reason why we use the RAPL interface to determine the en-
ergy demand for executing the neural network once. One prediction—
executed on the CPU—needs 36ms and 0.56 J.

The execution time for the linear model is below 1ms and we
can neither use the energy device nor RAPL to reliably determine
the energy demand, because the execution time is too short.

Break-even Analysis. The results for the break-even analysis de-
pend significantly on the application and its potential energy effi-
ciency improving. For a fair analysis, we use the single-threaded
kernel compilation (kc1) as a common real-world application. As
depicted in Figure 5, the kc1 application shows average behaviour
in terms of potential and achieved energy-efficiency improvements.
Thus, it reflects neither a best-case nor a worst-case scenario but
is an example of a typical application.

We assume that costs for training and hyperparameter optimi-
sation occur once and prediction costs occur once per execution
of the application. This reflects that the oracle is trained once and
predicts a configuration every time executing an application. We
use the energy-demand measurements from the measurement de-
vice where possible and RAPL measurements plus a static system

power otherwise. For predictions of the linear model we linearly
scale the energy demand of the neural network to 1ms, which is
an upper bound of the execution time for the linear model.

With these assumptions, the kc1 application must be executed
19 times until the savings of the improved configuration exceed
the hyperparameter optimisation and training costs using the neu-
ral network. If the hyperparameter optimisation is excluded and
only the training of the neural network is considered, the oracle
saves more energy with the first execution of the application. The
linear model likewise saves more energy than spent with the first
execution of the application. However, for the linear model there
exist applications where no or less energy efficiency savings are
possible due to the restricted configuration space.

These results show that the configuration savings compensate
the training costs in short amounts of time—in particular in edge
scenarios where tasks are executed repeatedly. The benefit of im-
proved energy efficiency quickly outweighs the costs of PolaR re-
lated to the training and application of the model. Furthermore, we
expect that training and execution costs for neural networks will
reduce in the future due to hardware acceleration in modern CPUs
and dedicated hardware like Tensor Processing Units [23]. Hence,
our approach not only achieves energy efficiency savings without
application changes, but does so in a sustainable way.

6 FUTUREWORK
Although our approach and implementation show good results,
PolaR offers room for future improvement.

Configuration Interdependencies. Our current implementations
consider all parameters, but eventually select only one parameter
to optimise. It is possible that a combined change of several pa-
rameters yield better improvements. However, an early analysis
showed no significant potential efficiency improvements, but si-
multaneously a significantly more complex prediction problem.

Hardware Dependency. Our approach and implementation is not
limited to a specific hardware platform. The trained models, how-
ever, are specific to the hardware platforms contained in the train-
ing set. To support a new hardware platform corresponding train-
ing data must be included and the models must be (re-)trained.
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On-line Learning. Our approach uses pre-trained models that
have to be created before running applications. Future work can
learn or adapt the model on-line which renders the dedicated train-
ing phase unnecessary. Training the model on-line further enables
the system to automatically adapt to software updates and hard-
ware upgrades.

Application Concurrency. Our current implementations act on
the assumption that only one application is running simultane-
ously (i.e., themodels use one application profile to predict configu-
ration changes).This is sufficient for scenarios with only onemajor
application running simultaneously, and otherworkload (e.g., back-
ground daemons) are negligible. For future work we plan to extend
our approach for multiple concurrently running applications.

7 RELATEDWORK
Tuning of systemparameters for various operational goals has been
an active field of research, particularly, since adaptive hardware
components [12] are available [9]. The efficient use of hardware
offerings strictly depends on software measures at operating sys-
tem level to utilise available hardware features in the best manner
for given applications. The dynamic adaptation during run-time of
hardware components eventually require software means to suc-
cessfully reach certain operation goals [1, 20, 32].

The trade-off between performance and energy-efficiency has
been intensively studied and explored [4, 7, 17, 18, 25, 26, 40] as the
control over operating voltage and power management has been
broadly transferred from the hardware and firmware level towards
the operating system.With this increased responsibility at OS level,
Benini et al. [3] proposed a feedback-based control scheme for
system-level dynamic power management.Theworkmonitors sys-
tem activities to adapt the configuration of sleep delays accord-
ingly. Our work, in contrast, considers bank shots (i.e., also con-
figuration parameters unrelated to power management) to control
the system in a desirable manner (i.e., improve energy efficiency).
Our approach further benefits by advances of the past decades, as
additional parameterswithmore fine-grained control (e.g., DVFS [25,
26], RAPL [11]) are available and provide active control of mea-
sures (e.g., buffers of block device) that indirectly impact energy
efficiency [2].

Operating system designers acknowledged the importance of
energy as a resource just as important as time [31, 42]. With the
consideration of energy to be just another resource that is avail-
able to the operating system, operating system internals (i.e., lock-
ing mechanisms [15]) were adapted to factor in this new paradigm
to implement energy-aware operating systems [6, 33]. To take ad-
vantage of available parameters, several approaches toward self-
tuning of system parameters have been proposed [16, 22]. In con-
trast to previous approaches, our work is first to explore large so-
lution spaces.

Applyingmachine learning to improve energy efficiency of com-
puting systems has been subject to research in the context of adapt-
ing data-centres [6], cloud computing [13], and big data applica-
tions [19]. Our work successfully applies machine learning tech-
niques at a different, much lower level of abstraction. Hence, our

approach is orthogonal to this related research. As energy effi-
ciency is subject to the individual applications, our proposed so-
lution is designed to support legacy software and does not require
existing program code to be altered. This is necessary with related
approaches [24, 41].

Machine learning techniques have also been applied at hard-
ware level to guide microarchitectural optimisations [28]. Hard-
ware resources must fulfill a broad range of technical requirements
(e.g., DRAM timing requirements) and determining a good config-
uration involves much engineering power at design time. Further-
more, the hardware can adapt to the currently executed software
at runtime to further optimise its efficiency. For both approaches
machine learning can guide optimisations. However, the optimised
parameters are not (all) exposed to the operating system and hence
constitute an orthogonal set of optimisable parameters.

8 CONCLUSION
This paper has presented the PolaR approach for automated energy-
aware operating system reconfiguration for edge computing. It se-
lects energy-efficient configurations based on application profiles
and system-level information. Internally, it utilises either a neural
network or linear models as oracles to manage the complexity of
vast configuration spaces. The oracle implementations allow en-
ergy efficiency improvements of up to 11.5 %. PolaR accomplishes
these improvementswithout changes to applications and disadvan-
tages for users. Thus, PolaR helps to exploit the available energy
efficiency improvements buried in the configuration of operating
systems in general and Linux in particular.

AVAILABILITY
The source code for Polar is available at https://gitlab.cs.fau.de/i4/
pub/polar under an open-source license.
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